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**PROGRAM-13**

**Aim:** Write an algorithm and program to implement Assembly-Line Scheduling.

**Algorithm:**

1. f1[1] = e1 + a1,1

2. f2[1] = e2 + a2,1

3. for j = 2 to n

4. if ((f1[j − 1] + a1,j ) ≤ (f2[j − 1] + t2,j−1 + a1,j )) then

5. f1[j] = f1[j − 1] + a1,j and l1[j] = 1 /\* lp denotes the line p \*/

6. else

7. f1[j] = f2[j − 1] + t2,j−1 + a1,j and l1[j] = 2

8. if ((f2[j − 1] + a2,j ) ≤ (f1[j − 1] + t1,j−1 + a2,j )) then

9. f2[j] = f2[j − 1] + a2,j and l2[j] = 2

10. else

11. f2[j] = f1[j − 1] + t1,j−1 + a2,j and l2[j] = 1

12. end for

13. if (f1[n] + x1 ≤ f2[n] + x2) then

14. f OP T = f1[n] + x1 and l OP T = 1

15. else

16. f OP T = f2[n] + x2 and l OP T = 2

**Source Code:**

#include <stdio.h>

#include<conio.h>

#define NUM\_LINE 2

#define NUM\_STATION 4

// Utility function to find minimum of two numbers

int min(int a, int b) { return a < b ? a : b; }

int carAssembly(int a[][NUM\_STATION], int t[][NUM\_STATION], int \*e, int \*x)

{

int T1[NUM\_STATION], T2[NUM\_STATION], i;

T1[0] = e[0] + a[0][0]; // time taken to leave first station in line 1

T2[0] = e[1] + a[1][0]; // time taken to leave first station in line 2

// Fill tables T1[] and T2[] using the above given recursive relations

for (i = 1; i < NUM\_STATION; ++i)

{

T1[i] = min(T1[i-1] + a[0][i], T2[i-1] + t[1][i] + a[0][i]);

T2[i] = min(T2[i-1] + a[1][i], T1[i-1] + t[0][i] + a[1][i]);

}

// Consider exit times and retutn minimum

return min(T1[NUM\_STATION-1] + x[0], T2[NUM\_STATION-1] + x[1]);

}

void main()

{

clrscr();

int a[][NUM\_STATION] = {{4, 5, 3, 2},

{2, 10, 1, 4}};

int t[][NUM\_STATION] = {{0, 7, 4, 5},

{0, 9, 2, 8}};

int e[] = {10, 12}, x[] = {18, 7};

printf("%d", carAssembly(a, t, e, x));

getch();

}

**Output:**

![](data:image/png;base64,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)

**Complexity:**

O(n)